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## Front Matter

The following script was developed cooperatively by the SHSU SDM working group, including Laura Bianchi, Austin Brenek, Jesus Castillo, Nick Galle, Kayla Hankins, Kenneth Nobleza, Chris Randle, Nico Reger, Alyssa Russell, Ava Stendahl based on [tutorials](https://rspatial.org/) provided by Robert Hijmans and Jane Elith. Chris Randle composed the following script from many scripts developed by the SHSU SDM working group.

*This works best if your environment is empty at the start.*

I have tried to set this up to eliminate required changes to the code. When you see text in **BOLD** below, that will be an indication that you need to make a decision.

# Libraries

library(dismo)

## Loading required package: raster

## Loading required package: sp

library(sp)  
library(raster)  
library(stats)  
library(dplyr)

##   
## Attaching package: 'dplyr'

## The following objects are masked from 'package:raster':  
##   
## intersect, select, union

## The following objects are masked from 'package:stats':  
##   
## filter, lag

## The following objects are masked from 'package:base':  
##   
## intersect, setdiff, setequal, union

library(knitr)  
library(rgeos)

## rgeos version: 0.5-8, (SVN revision 679)  
## GEOS runtime version: 3.9.1-CAPI-1.14.2   
## Please note that rgeos will be retired by the end of 2023,  
## plan transition to sf functions using GEOS at your earliest convenience.  
## GEOS using OverlayNG  
## Linking to sp version: 1.4-5   
## Polygon checking: TRUE

library(maptools)

## Checking rgeos availability: TRUE  
## Please note that 'maptools' will be retired by the end of 2023,  
## plan transition at your earliest convenience;  
## some functionality will be moved to 'sp'.

library(rgdal)

## Please note that rgdal will be retired by the end of 2023,  
## plan transition to sf/stars/terra functions using GDAL and PROJ  
## at your earliest convenience.  
##   
## rgdal: version: 1.5-27, (SVN revision 1148)  
## Geospatial Data Abstraction Library extensions to R successfully loaded  
## Loaded GDAL runtime: GDAL 3.2.1, released 2020/12/29  
## Path to GDAL shared files: C:/Users/User/Documents/R/win-library/4.1/rgdal/gdal  
## GDAL binary built with GEOS: TRUE   
## Loaded PROJ runtime: Rel. 7.2.1, January 1st, 2021, [PJ\_VERSION: 721]  
## Path to PROJ shared files: C:/Users/User/Documents/R/win-library/4.1/rgdal/proj  
## PROJ CDN enabled: FALSE  
## Linking to sp version:1.4-5  
## To mute warnings of possible GDAL/OSR exportToProj4() degradation,  
## use options("rgdal\_show\_exportToProj4\_warnings"="none") before loading sp or rgdal.  
## Overwritten PROJ\_LIB was C:/Users/User/Documents/R/win-library/4.1/rgdal/proj

library(ecospat)

## Loading required package: ade4

## Loading required package: ape

##   
## Attaching package: 'ape'

## The following objects are masked from 'package:raster':  
##   
## rotate, zoom

## Loading required package: gbm

## Loaded gbm 2.1.8

## Registered S3 methods overwritten by 'adehabitatMA':  
## method from  
## print.SpatialPixelsDataFrame sp   
## print.SpatialPixels sp

library(usdm)  
library(mgcv)

## Loading required package: nlme

##   
## Attaching package: 'nlme'

## The following object is masked from 'package:usdm':  
##   
## Variogram

## The following object is masked from 'package:dplyr':  
##   
## collapse

## The following object is masked from 'package:raster':  
##   
## getData

## This is mgcv 1.8-38. For overview type 'help("mgcv-package")'.

# Genus and Species strings

Their are many places in this code where you will need to save files with filenames including the genus and species. We’ll save these as strings to automate the creation of file names. Enter your genus name and specific epithet in the quotes below.

genus<-"Chilo"  
species<-"partellus"

## Occurrence Data

Import occurrence data from csv file already generated (2020-2021), or using the script “Occurrence\_Data.rmd” and visualize it.

sdmdata <- read.csv(file = "Chilo partellus.clean.csv")  
##and visualize the data  
#first lets get the extent of the data (the coordinates of the smallest box needed to encapsulate the data) To do this I first need to convert sdmdata into a spatial points dataframe with the same crs as "wrldsmpl", a giant spatial polygons data frame available from maptools  
sdmdataframe<-data.frame(sdmdata)  
data(wrld\_simpl)  
coordinates(sdmdataframe) <- ~lon+lat  
crs(sdmdataframe) <- crs(wrld\_simpl)  
#And then extract the extent  
e<-extent(sdmdataframe)  
xmin<-xmin(e)  
xmax<-xmax(e)  
ymin<-ymin(e)  
ymax<-ymax(e)  
# and then plot a map and add the points from sdmdata  
plot(wrld\_simpl, xlim=c(xmin,xmax), ylim=c(ymin,ymax), axes=TRUE, col="light yellow")  
box()  
points(sdmdata$lon, sdmdata$lat, col='red', cex=0.75)
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Let’s divide the data into training and testing data sets. The following code divides the data set into 80% training and 20% testing.

#let's make sdmdata into a dataframe  
data(wrld\_simpl)  
coordinates(sdmdata) <- ~lon+lat  
crs(sdmdata) <- crs(wrld\_simpl)  
  
#let's extract just the coordinates  
presence <- coordinates(sdmdata)  
#First we'll make a random list of integers from 1-5 as long as our presence data. Setting the seed results in a repeatable random process  
set.seed(0)  
#now make a list as long as the number of rows in presence consisting of a random series of integers from 1-5  
group <- kfold(presence, 5)  
#Then we want to use this to retrieve the number of the rows in the presence data that are associated with the number 1 in our group index.  
test\_indices <- as.integer(row.names(presence[group == 1, ]))  
#and create a new list of coordinates including only those rows that are NOT in test indices. These are all the row numbers NOT corresponding with the test\_indices (which is ~80% of the data).  
pres\_train <- presence[-test\_indices,]  
#and those that do correspond with test indices (20%) of the data  
pres\_test <- presence[group ==1,]

Save pres\_data and test\_data as csv files just in case.

#first presdata\_train  
outdata<-data.frame(pres\_train)  
colnames(outdata)<-c("lon","lat")  
write.csv(outdata, file=paste0(genus,"\_",species,"\_train.csv"), row.names=FALSE)  
  
#and then presdata\_test  
outdata<-data.frame(pres\_test)  
colnames(outdata)<-c("lon","lat")  
write.csv(outdata, file=paste0(genus,"\_",species,"\_test.csv"), row.names=FALSE)

## Predictor data

Let’s get the giant predictor file, name the bands, and generate our raster color schemes. This predictor set consists of all 35 Climond layers and elevation. Get it from Randle and keep it in your directory.

predictors<-stack('Climond\_elev\_HI.tif')  
bands<-c("Ann\_mean\_temp", "Mean\_durnal\_temp\_range", "Isothermality", "Temp\_Seasonality", "MaxTemp\_WarmestWeek", "MinTemp\_ColdestWeek", "Temp\_Annual\_Range", "Mean\_temp\_wettest\_q", "Mean\_temp\_driest\_q", "Mean\_temp\_warmiest\_q", "Mean\_temp\_coldest\_q", "Ann\_ precip", "Precip\_driest\_week", "Precip\_wettest\_week", "Precip\_Seasonality", "Precip\_wettest\_q", "Precip\_driest\_q", "Precip\_warmest\_q", "Precip\_coldest\_q", "Ann\_mean\_rad", "Hghest\_weekly\_rad", "Lowest\_weekly\_rad", "Rad\_seasonality", "Rad\_wettest\_q", "Rad\_driest\_q", "Rad\_warmest\_q", "Rad\_coldest\_q", "Ann\_mean\_moisture", "Highsets\_weekly\_moisture", "Lowest\_weekly\_moisture", "Moisture\_seasonality", "Mean\_moisture\_wettest\_q", "Mean\_moisture\_driest\_q", "Mean\_moisture\_warmest\_q", "Mean\_moisture\_coldest\_q", "Elev", 'human\_impact')  
names(predictors)<-bands  
cool<-colorRampPalette(c('gray','green','dark green',"blue"))  
warm<-colorRampPalette(c('yellow', 'orange', 'red', 'brown', 'black'))  
plot(predictors[["Ann\_mean\_temp"]], col=warm(100))
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#extract environmental data using the points in sdmdata  
env\_data<-extract(predictors,sdmdata)  
#give names to the columns  
colnames(env\_data)<-bands  
#run the vif  
vif<-vifstep(env\_data)

## Warning in summary.lm(lm(y[, i] ~ ., data = y[-i])): essentially perfect fit:  
## summary may be unreliable  
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#and let's find the layers that were excluded and drop them  
excluded<-vif@excluded  
predictors<-dropLayer(predictors,excluded)  
#and let's just go ahead and see which layers were dropped.  
NClayers<-names(predictors)  
NClayers

## [1] "Mean\_durnal\_temp\_range" "Isothermality"   
## [3] "Mean\_temp\_wettest\_q" "Ann\_.precip"   
## [5] "Precip\_driest\_week" "Precip\_Seasonality"   
## [7] "Precip\_coldest\_q" "Lowest\_weekly\_rad"   
## [9] "Rad\_driest\_q" "Moisture\_seasonality"   
## [11] "Mean\_moisture\_warmest\_q" "Elev"   
## [13] "human\_impact"

## General additive model

# Data preparation

Generally speaking, we want to sample absence data from the region in which the presence data occur. There are two ways to do that, and one of them is better than the other. The first is to sample randomly. That may seem like a good idea, but its counter-intuitively not. The reason is that the presence data likely includes sampling bias. This will be inherent in p(hypothesis). If we include the same sampling bias in p(data), they cancel out in Bayes Theorem. The way that we’ll do that is to create circles around our data and sample absence points from within those. The circles will have a diameter equal to the average distance between points.

#convert presence training data into a spatial points dataframe.  
pres\_train\_SPDF<-SpatialPoints(pres\_train)  
crs(pres\_train\_SPDF) <- crs(wrld\_simpl)  
#Let's get the average distance between points (great circle distance--takes into account the curvature of the earth). spDists creates a matrix of distances between points. This includes zeros.   
dist<-spDists(pres\_train\_SPDF,longlat = TRUE)  
#replace the zeros with NA  
dist[dist == 0]<-NA  
#and calculate the mean--this is the average distance between points...the result will be in kilometers, but we need to convert it to meters so we multiply by 1000  
dist<-1000\*mean(dist, na.rm=TRUE)  
#now we are going to make circles using the average distance between points as the diameter.   
x <- circles(pres\_train\_SPDF, d=dist, lonlat=TRUE)  
#and convert those into polygons  
pol <- polygons(x)  
#and draw a number of samples from that approximately three times the number of presence points. We'll chop that down at the end.  
samp1 <- spsample(pol, nrow(pres\_train)\*3, type='random', iter=25)

## Warning in proj4string(obj): CRS object has comment, which is lost in output

#and get the cell numbers from the raster stack (right to left, up to down)  
cells <- cellFromXY(predictors, samp1)  
#and transform each of those to the center of its cell.  
abs\_train <- xyFromCell(predictors, cells)  
#You'll get a warning saying that your CRS object has lost a comment. This is unimportant and can be ignored.

And let’s go ahead and extract the presence data, remove rows with NA values, and add a column of 1s.

pres\_train\_data<-extract(predictors,pres\_train)  
complete<-complete.cases(pres\_train\_data)  
pres\_train\_data<-pres\_train\_data[complete,]  
pres\_train\_data<-cbind(pres\_train\_data,1)

Now we want to extract predictors for the absence data, remove rows with NA values and chop it down to the size of our presence training data, and combine these into one data frame with column names (pa is the last column of 0,1 which indicates presence or absence)

abs\_train\_data<-extract(predictors,abs\_train)  
#remove rows with NA values  
complete<-complete.cases(abs\_train\_data)  
abs\_train\_data<-abs\_train\_data[complete,]  
#and select a number of rows equal to the presence training data  
abs\_train\_data<-abs\_train\_data[1:nrow(pres\_train\_data),]  
#and add a column of zeros to the end.  
abs\_train\_data<-cbind(abs\_train\_data,0)  
#put the two matrices together and name the colmns  
train\_data<-rbind(pres\_train\_data,abs\_train\_data)  
colnames(train\_data)<-c(names(predictors),"pa")  
train\_data<-as.data.frame(train\_data)  
colnames(train\_data)

## [1] "Mean\_durnal\_temp\_range" "Isothermality"   
## [3] "Mean\_temp\_wettest\_q" "Ann\_.precip"   
## [5] "Precip\_driest\_week" "Precip\_Seasonality"   
## [7] "Precip\_coldest\_q" "Lowest\_weekly\_rad"   
## [9] "Rad\_driest\_q" "Moisture\_seasonality"   
## [11] "Mean\_moisture\_warmest\_q" "Elev"   
## [13] "human\_impact" "pa"

# Training the GAM and making predictions.

**This is a pain in the neck because all of the layers have to be specified. I recommend printing the column names in the console colnames(train\_data) and then copying them and formatting them**

gam <- gam(pa ~ Mean\_durnal\_temp\_range + Isothermality + Mean\_temp\_wettest\_q + Ann\_.precip + Precip\_driest\_week + Precip\_Seasonality + Precip\_coldest\_q +   
Lowest\_weekly\_rad + Rad\_driest\_q + Moisture\_seasonality + Mean\_moisture\_warmest\_q + Elev + human\_impact,  
 family = binomial(link = "logit"), data=train\_data)

## Warning in gam.fit3(x = args$X, y = args$y, sp = lsp, Eb = args$Eb, UrS =  
## args$UrS, : fitted probabilities numerically 0 or 1 occurred

summary(gam)

##   
## Family: binomial   
## Link function: logit   
##   
## Formula:  
## pa ~ Mean\_durnal\_temp\_range + Isothermality + Mean\_temp\_wettest\_q +   
## Ann\_.precip + Precip\_driest\_week + Precip\_Seasonality + Precip\_coldest\_q +   
## Lowest\_weekly\_rad + Rad\_driest\_q + Moisture\_seasonality +   
## Mean\_moisture\_warmest\_q + Elev + human\_impact  
##   
## Parametric coefficients:  
## Estimate Std. Error z value Pr(>|z|)  
## (Intercept) -2.317e+03 2.456e+06 -0.001 0.999  
## Mean\_durnal\_temp\_range 2.287e+01 4.214e+04 0.001 1.000  
## Isothermality 4.657e+02 8.112e+05 0.001 1.000  
## Mean\_temp\_wettest\_q 2.043e+01 2.319e+04 0.001 0.999  
## Ann\_.precip 1.165e+00 1.415e+03 0.001 0.999  
## Precip\_driest\_week -2.626e+01 2.925e+04 -0.001 0.999  
## Precip\_Seasonality 3.747e+02 1.431e+06 0.000 1.000  
## Precip\_coldest\_q -1.074e-01 5.068e+02 0.000 1.000  
## Lowest\_weekly\_rad -1.426e+00 2.902e+03 0.000 1.000  
## Rad\_driest\_q 4.491e-01 2.337e+03 0.000 1.000  
## Moisture\_seasonality 1.997e+02 1.642e+06 0.000 1.000  
## Mean\_moisture\_warmest\_q -3.272e+02 5.531e+05 -0.001 1.000  
## Elev -3.258e-02 2.502e+02 0.000 1.000  
## human\_impact 6.312e+01 6.689e+04 0.001 0.999  
##   
##   
## R-sq.(adj) = 1 Deviance explained = 100%  
## UBRE = -0.57576 Scale est. = 1 n = 66

Let’s make some predictions and export them to a file

GAMpreds <- predict(predictors, gam, type = 'response')  
writeRaster(GAMpreds, filename = paste0(genus,"\_",species,"\_GAM.tif"), overwrite=TRUE)  
plot(GAMpreds, main=c(genus,species,'GAM/Binary'),col=warm(100), zlim=c(0,1))  
points(pres\_test, col='white', cex =.4, pch=3)
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## MaxEnt

We need many more background points for MaxEnt and BRT than we needed for GAM. Let’s go ahead and generate those.

samp1 <- spsample(pol, 10000, type='random', iter=25)

## Warning in proj4string(obj): CRS object has comment, which is lost in output

#and get the cell numbers from the raster stack (right to left, up to down)  
cells <- cellFromXY(predictors, samp1)  
#and transform each of those to the center of its cell.  
background\_train <- xyFromCell(predictors, cells)  
#The backround data has too many NA values so to fix this:  
#First I get the predictor data associated with my points  
background\_train\_data<-extract(predictors,background\_train)  
#Then I remove all the points that don't have data  
complete<-complete.cases(background\_train\_data)  
background\_train<-background\_train[complete,]

Let’s go ahead and set a locations for java **This will obviously be specialized for your computer. Try to find the ‘home’ folder in java and specify the path below**

Sys.setenv(JAVA\_HOME='/Library/Java/JavaVirtualMachines/jdk-11.0.1.jdk/Contents/Home')

First we let the program know to start up maxent using the command maxent. After that, all we need to do is to make a model oject (me\_model), from the raster data and the presence training data.

maxent()

## Loading required namespace: rJava

## java.home option:

## JAVA\_HOME environment variable: /Library/Java/JavaVirtualMachines/jdk-11.0.1.jdk/Contents/Home

## Warning in fun(libname, pkgname): Java home setting is INVALID, it will be ignored.  
## Please do NOT set it unless you want to override system settings.

## This is MaxEnt version 3.4.3

me\_model <- maxent(predictors, pres\_train, a=background\_train)

## Warning in .local(x, p, ...): 1 (3.33%) of the presence points have NA predictor  
## values

## This is MaxEnt version 3.4.3

#and plot the models most important layers  
par(mfrow=c(1,1))  
plot(me\_model)
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MEpreds<-predict(predictors, me\_model, type='response')

## This is MaxEnt version 3.4.3

writeRaster(MEpreds, filename=paste0(genus,"\_",species,"\_ME.tif"),overwrite=TRUE)  
#and plot  
plot(MEpreds, col=warm(100), zlim=c(0,1))
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## Boosted regression trees

We need to prepare data for BRT in much the same way that we did for GAM, with the exception that we will need a lot more background data. We can use the 10,000 points that we already generated for ME

#let's get the data from our predictors  
bg\_train\_data<-extract(predictors,background\_train)  
#and bind a column of 0 to the end of it  
bg\_train\_data<-cbind(bg\_train\_data,0)  
#and convert it to a data frame  
bg\_train\_data<-as.data.frame(bg\_train\_data)  
#and then combine it withe the presence training data  
pres\_train\_data<-as.data.frame(pres\_train\_data)  
BRT\_data<-rbind(pres\_train\_data, bg\_train\_data)  
colnames(BRT\_data)<-c(names(predictors),"pa")

And now we can train a model using the first X columns of train\_data and the 6th as the response. Let’s start with tree complexity of 5 and learning rate of 0.001

sdm.tc5.lr001 <- gbm.step(data=BRT\_data, gbm.x = 1:nlayers(predictors), gbm.y = ncol(BRT\_data), family = "bernoulli", tree.complexity = 5, learning.rate = 0.001, bag.fraction = 0.5)

##   
##   
## GBM STEP - version 2.9   
##   
## Performing cross-validation optimisation of a boosted regression tree model   
## for pa and using a family of bernoulli   
## Using 4184 observations and 13 predictors   
## creating 10 initial models of 50 trees   
##   
## folds are stratified by prevalence   
## total mean deviance = 0.0921   
## tolerance is fixed at 1e-04   
## ntrees resid. dev.   
## 50 0.0857   
## now adding trees...   
## 100 0.0815   
## 150 0.0784   
## 200 0.076   
## 250 0.074   
## 300 0.0723   
## 350 0.0708   
## 400 0.0695   
## 450 0.0684   
## 500 0.0673   
## 550 0.0664   
## 600 0.0656   
## 650 0.0649   
## 700 0.0641   
## 750 0.0634   
## 800 0.0628   
## 850 0.0623   
## 900 0.0617   
## 950 0.0612   
## 1000 0.0608   
## 1050 0.0603   
## 1100 0.06   
## 1150 0.0595   
## 1200 0.0591   
## 1250 0.0588   
## 1300 0.0584   
## 1350 0.0581   
## 1400 0.0578   
## 1450 0.0575   
## 1500 0.0572   
## 1550 0.057   
## 1600 0.0568   
## 1650 0.0566   
## 1700 0.0564   
## 1750 0.0562   
## 1800 0.056   
## 1850 0.0558   
## 1900 0.0556   
## 1950 0.0555   
## 2000 0.0553   
## 2050 0.0551   
## 2100 0.055   
## 2150 0.0549   
## 2200 0.0547   
## 2250 0.0546   
## 2300 0.0545   
## 2350 0.0543   
## 2400 0.0542   
## 2450 0.0541   
## 2500 0.054   
## 2550 0.0539   
## 2600 0.0538   
## 2650 0.0537   
## 2700 0.0536   
## 2750 0.0536   
## 2800 0.0535   
## 2850 0.0534   
## 2900 0.0533   
## 2950 0.0533   
## 3000 0.0532   
## 3050 0.0531   
## 3100 0.0531   
## 3150 0.053   
## 3200 0.0529   
## 3250 0.0529   
## 3300 0.0529   
## 3350 0.0528   
## 3400 0.0527   
## 3450 0.0527   
## 3500 0.0526   
## 3550 0.0526   
## 3600 0.0526   
## 3650 0.0525   
## 3700 0.0525   
## 3750 0.0525   
## 3800 0.0524   
## 3850 0.0524   
## 3900 0.0524   
## 3950 0.0523   
## 4000 0.0523   
## 4050 0.0523   
## 4100 0.0523   
## 4150 0.0522   
## 4200 0.0522   
## 4250 0.0522   
## 4300 0.0521   
## 4350 0.0521   
## 4400 0.0521   
## 4450 0.0521   
## 4500 0.0521   
## 4550 0.0521   
## 4600 0.0521   
## 4650 0.052   
## 4700 0.052   
## 4750 0.052   
## 4800 0.052   
## 4850 0.052   
## 4900 0.052   
## 4950 0.0519   
## 5000 0.0519   
## 5050 0.0519   
## 5100 0.0519   
## 5150 0.0519   
## 5200 0.0519   
## 5250 0.0519   
## 5300 0.0519   
## 5350 0.0519   
## 5400 0.0518   
## 5450 0.0518   
## 5500 0.0518   
## 5550 0.0518   
## 5600 0.0518   
## 5650 0.0518   
## 5700 0.0518   
## 5750 0.0518   
## 5800 0.0518   
## 5850 0.0518   
## 5900 0.0518   
## 5950 0.0518

## fitting final gbm model with a fixed number of 5950 trees for pa

## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred
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##   
## mean total deviance = 0.092   
## mean residual deviance = 0.011   
##   
## estimated cv deviance = 0.052 ; se = 0.006   
##   
## training data correlation = 0.946   
## cv correlation = 0.556 ; se = 0.068   
##   
## training data AUC score = 1   
## cv AUC score = 0.967 ; se = 0.01   
##   
## elapsed time - 0.08 minutes

summary(sdm.tc5.lr001)
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## var rel.inf  
## Mean\_temp\_wettest\_q Mean\_temp\_wettest\_q 20.897395  
## human\_impact human\_impact 12.440210  
## Rad\_driest\_q Rad\_driest\_q 11.945407  
## Precip\_coldest\_q Precip\_coldest\_q 8.657366  
## Mean\_moisture\_warmest\_q Mean\_moisture\_warmest\_q 7.761772  
## Lowest\_weekly\_rad Lowest\_weekly\_rad 7.497275  
## Ann\_.precip Ann\_.precip 6.332272  
## Elev Elev 5.959219  
## Precip\_Seasonality Precip\_Seasonality 4.085117  
## Isothermality Isothermality 3.760222  
## Moisture\_seasonality Moisture\_seasonality 3.755639  
## Precip\_driest\_week Precip\_driest\_week 3.662938  
## Mean\_durnal\_temp\_range Mean\_durnal\_temp\_range 3.245167

**Note: you may want to try different combinations! If your trees are converging too slowly, raise the tree complexity by 1 or two, and back the learning rate down. On the other hand of your holdout deviance drops very quickly and slowly starts to rise, you are overfitting. Drop the tree complexity and raise the learning rate.**

Let’s make predictions and save them

BRTpreds<-predict(predictors, sdm.tc5.lr001, type='response')

## Using 5950 trees...  
##   
## Using 5950 trees...  
##   
## Using 5950 trees...  
##   
## Using 5950 trees...

writeRaster(BRTpreds, filename=paste0(genus,"\_", species,"\_BRT.tif"), overwrite=TRUE)  
#and plot  
plot(BRTpreds, col=warm(100), zlim=c(0,1))

![](data:image/png;base64,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)

## Evaluation

We want to generate the following metrics for each of the three models: AUC, COR, maximum Kappa, TRS, and it wouldn’t kill us to have a Boyce graph either.

#Absence Testing Data First we’ll use the pres\_test data to generate absence test data. This time we want about the same number of points for both. To do that, we’ll generate 4x the number of absence points as presence points and chop it to size.

pres\_test\_SPDF<-SpatialPoints(pres\_test)  
data("wrld\_simpl")  
crs(pres\_test\_SPDF) <- crs(wrld\_simpl)  
#now we are going to make circles of about a degree (110000 meters at the equator). I'm working in a relatively small area, but if your data are widespread, you can increase this by changing d.  
x <- circles(pres\_test\_SPDF, d=dist, lonlat=TRUE)  
#and convert those into polygons  
pol <- polygons(x)  
#and draw a number of samples from that...because   
samp1 <- spsample(pol, 4\*length(pres\_test), type='random', iter=25)

## Warning in proj4string(obj): CRS object has comment, which is lost in output

#and get the cell numbers from the raster stack (right to left, up to down)  
cells <- cellFromXY(predictors, samp1)  
#and transform each of those to the center of its cell.  
abs\_test <- xyFromCell(predictors, cells)  
#You'll get a warning saying that your CRS object has lost a comment. This is unimportant and can be ignored.

GAM evaluation

p<-extract(GAMpreds,pres\_test)  
a<-extract(GAMpreds,abs\_test)  
#And let's get rid of nasty NA values and shrink a to the size of p  
p<-p[!is.na(p)]  
a<-a[!is.na(a)]  
a<-a[1:length(p)]  
#Let's look at the shape of these data  
#lets weld all the data together  
all\_vals<-c(p,a)  
e<-evaluate(p=p,a=a)  
AUC\_GAM<-e@auc  
COR\_GAM<-e@cor  
pa<-c(replicate(length(p),1),replicate(length(a),0))  
kappaGAM<-ecospat.max.kappa(all\_vals,pa)  
TSS\_GAM<-ecospat.max.tss(all\_vals,pa)  
print(paste('Max kappa: ', kappaGAM[2] ))

## [1] "Max kappa: 0.5"

print(paste('TSS:', TSS\_GAM[[2]]))

## [1] "TSS: 0.5"

e

## class : ModelEvaluation   
## n presences : 8   
## n absences : 8   
## AUC : 0.78125   
## cor : 0.4999837   
## max TPR+TNR at : 0.9995126

And let’s go ahead and estimate the Boyce Index

ecospat.boyce(fit=GAMpreds,pres\_test,nclass=0,PEplot = TRUE)

## Warning in if (class(obs) == "data.frame" | class(obs) == "matrix") {: the  
## condition has length > 1 and only the first element will be used

![](data:image/png;base64,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)

## $F.ratio  
## [1] 0.265263 0.000000 0.000000 0.000000 0.000000 0.000000 0.000000 0.000000  
## [9] 0.000000 0.000000 0.000000 0.000000 0.000000 0.000000 0.000000 0.000000  
## [17] 0.000000 0.000000 0.000000 0.000000 0.000000 0.000000 0.000000 0.000000  
## [25] 0.000000 0.000000 0.000000 0.000000 0.000000 0.000000 0.000000 0.000000  
## [33] 0.000000 0.000000 0.000000 0.000000 0.000000 0.000000 0.000000 0.000000  
## [41] 0.000000 0.000000 0.000000 0.000000 0.000000 0.000000 0.000000 0.000000  
## [49] 0.000000 0.000000 0.000000 0.000000 0.000000 0.000000 0.000000 0.000000  
## [57] 0.000000 0.000000 0.000000 0.000000 0.000000 0.000000 0.000000 0.000000  
## [65] 0.000000 0.000000 0.000000 0.000000 0.000000 0.000000 0.000000 0.000000  
## [73] 0.000000 0.000000 0.000000 0.000000 0.000000 0.000000 0.000000 0.000000  
## [81] 0.000000 0.000000 0.000000 0.000000 0.000000 0.000000 0.000000 0.000000  
## [89] 0.000000 0.000000 0.000000 0.000000 0.000000 0.000000 0.000000 0.000000  
## [97] 0.000000 0.000000 0.000000 0.000000  
##   
## $Spearman.cor  
## [1] NA  
##   
## $HS  
## [1] 0.050 0.059 0.068 0.077 0.086 0.095 0.104 0.113 0.122 0.131 0.140 0.149  
## [13] 0.158 0.167 0.176 0.185 0.194 0.203 0.212 0.221 0.230 0.239 0.248 0.257  
## [25] 0.266 0.275 0.284 0.293 0.302 0.311 0.320 0.329 0.338 0.347 0.356 0.365  
## [37] 0.374 0.383 0.392 0.401 0.410 0.419 0.428 0.437 0.446 0.455 0.464 0.473  
## [49] 0.482 0.491 0.500 0.509 0.518 0.527 0.536 0.545 0.554 0.563 0.572 0.581  
## [61] 0.590 0.599 0.608 0.617 0.626 0.635 0.644 0.653 0.662 0.671 0.680 0.689  
## [73] 0.698 0.707 0.716 0.725 0.734 0.743 0.752 0.761 0.770 0.779 0.788 0.797  
## [85] 0.806 0.815 0.824 0.833 0.842 0.851 0.860 0.869 0.878 0.887 0.896 0.905  
## [97] 0.914 0.923 0.932 0.941

ME Evaluation

p<-extract(MEpreds,pres\_test)  
a<-extract(MEpreds,abs\_test)  
#And let's get rid of nasty NA values and shrink a to the size of p  
p<-p[!is.na(p)]  
a<-a[!is.na(a)]  
a<-a[1:length(p)]  
#Let's look at the shape of these data  
#lets weld all the data together  
all\_vals<-c(p,a)  
e<-evaluate(p=p,a=a)  
AUC\_ME<-e@auc  
COR\_ME<-e@cor  
pa<-c(replicate(length(p),1),replicate(length(a),0))  
kappaME<-ecospat.max.kappa(all\_vals,pa)  
TSS\_ME<-ecospat.max.tss(all\_vals,pa)  
print(paste('Max kappa: ', kappaME[2] ))

## [1] "Max kappa: 1"

print(paste('TSS:', TSS\_ME[[2]]))

## [1] "TSS: 1"

e

## class : ModelEvaluation   
## n presences : 8   
## n absences : 8   
## AUC : 1   
## cor : 0.8677468   
## max TPR+TNR at : 0.1444194

And let’s go ahead and estimate the Boyce Index

ecospat.boyce(fit=MEpreds,pres\_test,nclass=0,PEplot = TRUE)

## Warning in if (class(obs) == "data.frame" | class(obs) == "matrix") {: the  
## condition has length > 1 and only the first element will be used

![](data:image/png;base64,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)

## $F.ratio  
## [1] 0.000000 0.000000 0.000000 0.000000 0.000000 1.765267 2.062248  
## [8] 2.344453 2.640212 2.939563 3.255995 3.559318 3.920525 4.272839  
## [15] 4.614224 4.944986 5.323650 0.000000 0.000000 0.000000 0.000000  
## [22] 0.000000 0.000000 0.000000 0.000000 0.000000 0.000000 0.000000  
## [29] 0.000000 0.000000 0.000000 0.000000 0.000000 0.000000 0.000000  
## [36] 12.998219 13.446144 13.876516 14.332058 14.843187 15.212097 15.580346  
## [43] 15.841270 16.398856 16.782378 16.997126 17.346609 0.000000 0.000000  
## [50] 0.000000 0.000000 0.000000 0.000000 0.000000 0.000000 0.000000  
## [57] 0.000000 0.000000 0.000000 0.000000 0.000000 0.000000 23.347212  
## [64] 47.802791 47.968071 49.157830 49.547972 49.567641 75.096766 77.908209  
## [71] 79.092624 79.461745 80.694241 54.643715 27.466100 27.478189 27.783909  
## [78] 28.325973 28.956607 0.000000 0.000000 0.000000 0.000000 0.000000  
## [85] 0.000000 0.000000 0.000000 0.000000 0.000000 0.000000 0.000000  
## [92] 30.784243 30.936791 31.262115 31.246469 31.106350 30.394569 59.713481  
## [99] 56.117253 51.788009  
##   
## $Spearman.cor  
## [1] 0.767  
##   
## $HS  
## [1] 0.050 0.059 0.068 0.077 0.086 0.095 0.104 0.113 0.122 0.131 0.140 0.149  
## [13] 0.158 0.167 0.176 0.185 0.194 0.203 0.212 0.221 0.230 0.239 0.248 0.257  
## [25] 0.266 0.275 0.284 0.293 0.302 0.311 0.320 0.329 0.338 0.347 0.356 0.365  
## [37] 0.374 0.383 0.392 0.401 0.410 0.419 0.428 0.437 0.446 0.455 0.464 0.473  
## [49] 0.482 0.491 0.500 0.509 0.518 0.527 0.536 0.545 0.554 0.563 0.572 0.581  
## [61] 0.590 0.599 0.608 0.617 0.626 0.635 0.644 0.653 0.662 0.671 0.680 0.689  
## [73] 0.698 0.707 0.716 0.725 0.734 0.743 0.752 0.761 0.770 0.779 0.788 0.797  
## [85] 0.806 0.815 0.824 0.833 0.842 0.851 0.860 0.869 0.878 0.887 0.896 0.905  
## [97] 0.914 0.923 0.932 0.941

BRT Evaluation

p<-extract(BRTpreds,pres\_test)  
a<-extract(BRTpreds,abs\_test)  
#And let's get rid of nasty NA values and shrink a to the size of p  
p<-p[!is.na(p)]  
a<-a[!is.na(a)]  
a<-a[1:length(p)]  
#Let's look at the shape of these data  
#lets weld all the data together  
all\_vals<-c(p,a)  
e<-evaluate(p=p,a=a)  
AUC\_BRT<-e@auc  
COR\_BRT<-e@cor  
pa<-c(replicate(length(p),1),replicate(length(a),0))  
kappaBRT<-ecospat.max.kappa(all\_vals,pa)  
TSS\_BRT<-ecospat.max.tss(all\_vals,pa)  
print(paste('Max kappa: ', kappaBRT[2] ))

## [1] "Max kappa: 0.75"

print(paste('TSS:', TSS\_BRT[[2]]))

## [1] "TSS: 0.75"

e

## class : ModelEvaluation   
## n presences : 8   
## n absences : 8   
## AUC : 0.921875   
## cor : 0.4195735   
## max TPR+TNR at : 0.00171136

And let’s go ahead and estimate the Boyce Index

ecospat.boyce(fit=BRTpreds,pres\_test,nclass=0,PEplot = TRUE)

## Warning in if (class(obs) == "data.frame" | class(obs) == "matrix") {: the  
## condition has length > 1 and only the first element will be used

![](data:image/png;base64,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)

## $F.ratio  
## [1] 0.5583929 17.7077503 19.3323011 27.6935285 24.3014575  
## [6] 15.3278773 18.7704283 22.4893532 26.3976509 30.6331916  
## [11] 35.4920093 41.2354323 0.0000000 0.0000000 0.0000000  
## [16] 0.0000000 0.0000000 0.0000000 0.0000000 0.0000000  
## [21] 0.0000000 0.0000000 0.0000000 0.0000000 0.0000000  
## [26] 0.0000000 0.0000000 0.0000000 0.0000000 0.0000000  
## [31] 0.0000000 0.0000000 0.0000000 0.0000000 0.0000000  
## [36] 0.0000000 0.0000000 0.0000000 0.0000000 0.0000000  
## [41] 0.0000000 0.0000000 0.0000000 0.0000000 0.0000000  
## [46] 0.0000000 0.0000000 0.0000000 0.0000000 0.0000000  
## [51] 0.0000000 0.0000000 0.0000000 0.0000000 0.0000000  
## [56] 0.0000000 0.0000000 0.0000000 0.0000000 0.0000000  
## [61] 0.0000000 0.0000000 725.9354005 717.5913155 790.2587904  
## [66] 780.3805556 810.7849928 821.4532164 810.7849928 800.3903134  
## [71] 810.7849928 821.4532164 843.6546547 0.0000000 0.0000000  
## [76] 0.0000000 0.0000000 0.0000000 0.0000000 0.0000000  
## [81] 0.0000000 0.0000000 1891.8316498 1734.1790123 1642.9064327  
## [86] 1560.7611111 1486.4391534 1522.6937669 1486.4391534 1486.4391534  
## [91] 1418.8737374 1486.4391534 1600.7806268 0.0000000 0.0000000  
## [96] 0.0000000 0.0000000 0.0000000 0.0000000 0.0000000  
##   
## $Spearman.cor  
## [1] 0.844  
##   
## $HS  
## [1] 0.04875094 0.05747036 0.06618978 0.07490920 0.08362862 0.09234804  
## [7] 0.10106745 0.10978687 0.11850629 0.12722571 0.13594513 0.14466455  
## [13] 0.15338397 0.16210338 0.17082280 0.17954222 0.18826164 0.19698106  
## [19] 0.20570048 0.21441990 0.22313931 0.23185873 0.24057815 0.24929757  
## [25] 0.25801699 0.26673641 0.27545583 0.28417524 0.29289466 0.30161408  
## [31] 0.31033350 0.31905292 0.32777234 0.33649176 0.34521117 0.35393059  
## [37] 0.36265001 0.37136943 0.38008885 0.38880827 0.39752769 0.40624710  
## [43] 0.41496652 0.42368594 0.43240536 0.44112478 0.44984420 0.45856362  
## [49] 0.46728303 0.47600245 0.48472187 0.49344129 0.50216071 0.51088013  
## [55] 0.51959955 0.52831896 0.53703838 0.54575780 0.55447722 0.56319664  
## [61] 0.57191606 0.58063547 0.58935489 0.59807431 0.60679373 0.61551315  
## [67] 0.62423257 0.63295199 0.64167140 0.65039082 0.65911024 0.66782966  
## [73] 0.67654908 0.68526850 0.69398792 0.70270733 0.71142675 0.72014617  
## [79] 0.72886559 0.73758501 0.74630443 0.75502385 0.76374326 0.77246268  
## [85] 0.78118210 0.78990152 0.79862094 0.80734036 0.81605978 0.82477919  
## [91] 0.83349861 0.84221803 0.85093745 0.85965687 0.86837629 0.87709571  
## [97] 0.88581512 0.89453454 0.90325396 0.91197338

# Making the ensemble and evaluation

The ensemble is simply the average of GAM, ME, and BRT predictions weighted by AUC.

ENSpreds<-(GAMpreds\*AUC\_GAM+MEpreds\*AUC\_ME+BRTpreds\*AUC\_BRT)/(AUC\_GAM+AUC\_ME+AUC\_BRT)  
writeRaster(ENSpreds, filename=paste0(genus,"\_",species,"\_ENS.tif"), overwrite=TRUE)  
plot(ENSpreds, col=cool(100), zlim=c(0,1))
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p<-extract(ENSpreds,pres\_test)  
a<-extract(ENSpreds,abs\_test)  
#And let's get rid of nasty NA values and shrink a to the size of p  
p<-p[!is.na(p)]  
a<-a[!is.na(a)]  
a<-a[1:length(p)]  
#Let's look at the shape of these data  
#lets weld all the data together  
all\_vals<-c(p,a)  
e<-evaluate(p=p,a=a)  
AUC\_ENS<-e@auc  
COR\_ENS<-e@cor  
pa<-c(replicate(length(p),1),replicate(length(a),0))  
kappaENS<-ecospat.max.kappa(all\_vals,pa)  
TSS\_ENS<-ecospat.max.tss(all\_vals,pa)  
print(paste('Max kappa: ', kappaENS[2] ))

## [1] "Max kappa: 0.75"

print(paste('TSS:', TSS\_ENS[[2]]))

## [1] "TSS: 0.75"

e

## class : ModelEvaluation   
## n presences : 8   
## n absences : 8   
## AUC : 0.9375   
## cor : 0.7211354   
## max TPR+TNR at : 0.05401055

and the Boyce ploy for the ensemble

ecospat.boyce(fit=ENSpreds,pres\_test,nclass=0,PEplot = TRUE)

## Warning in if (class(obs) == "data.frame" | class(obs) == "matrix") {: the  
## condition has length > 1 and only the first element will be used
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## $F.ratio  
## [1] 0.1340054 1.6173690 2.7173208 3.8745388 5.1332383  
## [6] 6.4869539 7.8518984 9.3013177 10.8499208 12.3404713  
## [11] 13.9415910 15.7136784 17.2269438 18.8954130 20.6245274  
## [16] 22.0213208 24.0117094 25.8511157 0.0000000 0.0000000  
## [21] 0.0000000 0.0000000 0.0000000 0.0000000 0.0000000  
## [26] 0.0000000 0.0000000 0.0000000 0.0000000 0.0000000  
## [31] 0.0000000 0.0000000 0.0000000 0.0000000 0.0000000  
## [36] 0.0000000 0.0000000 0.0000000 0.0000000 0.0000000  
## [41] 0.0000000 0.0000000 0.0000000 0.0000000 0.0000000  
## [46] 0.0000000 0.0000000 0.0000000 0.0000000 0.0000000  
## [51] 10.6572968 11.0009594 11.3427406 35.1654775 36.0383555  
## [56] 36.6662751 37.1683535 37.9055522 38.0596085 38.4345030  
## [61] 38.8893965 26.4255850 40.0623173 39.2315319 12.7983691  
## [66] 13.2689574 14.0072794 14.7869362 15.9955020 17.4630614  
## [71] 19.3823174 21.6097073 24.1137290 0.0000000 0.0000000  
## [76] 0.0000000 0.0000000 0.0000000 0.0000000 0.0000000  
## [81] 0.0000000 0.0000000 0.0000000 0.0000000 0.0000000  
## [86] 0.0000000 0.0000000 208.1014815 232.9494196 253.7822945  
## [91] 273.8177388 297.2878307 337.4618619 365.0903184 408.0421206  
## [96] 861.1095785 898.2797762 1006.9426523 578.0596708 637.0453515  
##   
## $Spearman.cor  
## [1] 0.77  
##   
## $HS  
## [1] 0.04951790 0.05840709 0.06729629 0.07618549 0.08507468 0.09396388  
## [7] 0.10285308 0.11174227 0.12063147 0.12952067 0.13840987 0.14729906  
## [13] 0.15618826 0.16507746 0.17396665 0.18285585 0.19174505 0.20063424  
## [19] 0.20952344 0.21841264 0.22730183 0.23619103 0.24508023 0.25396942  
## [25] 0.26285862 0.27174782 0.28063702 0.28952621 0.29841541 0.30730461  
## [31] 0.31619380 0.32508300 0.33397220 0.34286139 0.35175059 0.36063979  
## [37] 0.36952898 0.37841818 0.38730738 0.39619658 0.40508577 0.41397497  
## [43] 0.42286417 0.43175336 0.44064256 0.44953176 0.45842095 0.46731015  
## [49] 0.47619935 0.48508854 0.49397774 0.50286694 0.51175613 0.52064533  
## [55] 0.52953453 0.53842373 0.54731292 0.55620212 0.56509132 0.57398051  
## [61] 0.58286971 0.59175891 0.60064810 0.60953730 0.61842650 0.62731569  
## [67] 0.63620489 0.64509409 0.65398329 0.66287248 0.67176168 0.68065088  
## [73] 0.68954007 0.69842927 0.70731847 0.71620766 0.72509686 0.73398606  
## [79] 0.74287525 0.75176445 0.76065365 0.76954284 0.77843204 0.78732124  
## [85] 0.79621044 0.80509963 0.81398883 0.82287803 0.83176722 0.84065642  
## [91] 0.84954562 0.85843481 0.86732401 0.87621321 0.88510240 0.89399160  
## [97] 0.90288080 0.91177000 0.92065919 0.92954839

and finally let’s make a table of evaluation metrics

#Let's go in this order of columns, left to right: AUC, COR, Kappa, TSS  
eGAM<-c(AUC\_GAM,COR\_GAM,kappaGAM[2], TSS\_GAM[[2]])  
eME<-c(AUC\_ME, COR\_ME, kappaME[2],TSS\_ME[[2]])  
eBRT<-c(AUC\_BRT, COR\_BRT, kappaBRT[2],TSS\_BRT[[2]])  
eENS<-c(AUC\_ENS, COR\_ENS, kappaENS[2], TSS\_ENS[[2]])  
all\_evals<-rbind(eGAM,eME,eBRT,eENS)  
colnames(all\_evals)<-c("AUC", "COR","MaxKappa","TSS")  
rownames(all\_evals)<-c("GAM","MaxEnt", "BRT", "Ensemble")  
write.csv(all\_evals, file=paste0(genus,"\_",species, '\_eval.csv'))